实验报告二 线性表

班级： 姓名： 学号： 专业：

1. 实验目的：
2. 理解线性表的逻辑结构、两种存储结构和数据操作；
3. 应用顺序表的基本算法实现集合A=AUB算法，应用顺序表的基本算法实现两有序顺序表的归并算法；
4. 掌握单链表的遍历、插入和删除等操作算法，实现多项式相加。
5. 实验内容：

1、设有线性表 LA＝（3,5,8,11）和 LB=（2,6,8,9,11,15,20），用顺序表实现线性表；

① 若LA和LB分别表示两个集合A和B，求新集合

A＝A U B（‘并’操作，相同元素不保留）；

预测输出：LA=（3,5,8,11,2,6,9,15,20）

实现代码：

package 数据结构JAVA.实验二.实验内容1;

import java.util.\*;

class SeqList<T> extends Object{

private Object[] element;

private int len;

public SeqList(int lenth) {

this.element=new Object[lenth];

this.len=0;

}

public SeqList() {

this(2048);

}

public SeqList(T[] element) {

this(element.length);

this.len=element.length;

for(int i=0;i<len;i++) {

this.element[i]=element[i];

}

}

public boolean isEmpty() {

return this.len==0;

}

public int size() {

return len;

}

public T get(int i) {

if(i<0||i>=this.len)

return null;

return (T)element[i];

}

public void set(int i,T x) {

if(x==null)

throw new NullPointerException("x=null");

if(i>=0&&i<this.len)

this.element[i]=x;

else

throw new java.lang.IndexOutOfBoundsException(i+"");

}

public SeqList<T> Mix(SeqList<T> a,SeqList<T> b) {

SeqList<T> result;

int len=a.len+b.len;

int index=0;

result=new SeqList<T>(len);

int i=0,j=0;

while(i<a.len&&j<b.len) {

if(Integer.*valueOf*(a.element[i].toString())<Integer.*valueOf*(b.element[j].toString())) {

result.element[index++]=a.element[i++];

}

else if(Integer.*valueOf*(a.element[i].toString())>Integer.*valueOf*(b.element[j].toString()))

result.element[index++]=b.element[j++];

else {

result.element[index++]=a.element[i++];

j++;

}

}

while(i<a.len)result.element[index++]=a.element[i++];

while(j<b.len)result.element[index++]=b.element[j++];

result.len=index;

return result;

}

public void toPrint() {

for(int i=0;i<this.len;i++)

System.*out*.print(this.element[i]+" ");

}

}

public class SequenceList{

public static void main(String[] args) {

int len=0;

int Len=0;

Scanner reader=new Scanner(System.*in*);

len=reader.nextInt();

Integer[] number=new Integer[len];

for(int i=0;i<len;i++) {

number[i]=reader.nextInt();

}

Len=reader.nextInt();

Integer[] Number=new Integer[Len];

for(int i=0;i<Len;i++) {

Number[i]=reader.nextInt();

}

SeqList<Integer> a=new SeqList<Integer>(number);

SeqList<Integer> b=new SeqList<Integer>(Number);

SeqList<Integer> result=new SeqList<Integer>();

result=result.Mix(a, b);

result.toPrint();

}

}

粘贴运行结果：
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② 将LA与LB表归并，要求仍有序（相同元素要保留）

预测输出：LC=（2,3,5,6,8,8,9,11,11,15,20）

package 数据结构JAVA.实验二.实验内容1;

import java.util.\*;

class SeqList<T> extends Object{

private Object[] element;

private int len;

public SeqList(int lenth) {

this.element=new Object[lenth];

this.len=0;

}

public SeqList() {

this(2048);

}

public SeqList(T[] element) {

this(element.length);

this.len=element.length;

for(int i=0;i<len;i++) {

this.element[i]=element[i];

}

}

public boolean isEmpty() {

return this.len==0;

}

public int size() {

return len;

}

public T get(int i) {

if(i<0||i>=this.len)

return null;

return (T)element[i];

}

public void set(int i,T x) {

if(x==null)

throw new NullPointerException("x=null");

if(i>=0&&i<this.len)

this.element[i]=x;

else

throw new java.lang.IndexOutOfBoundsException(i+"");

}

public SeqList<T> Mix(SeqList<T> a,SeqList<T> b) {

SeqList<T> result;

int len=a.len+b.len;

int index=0;

result=new SeqList<T>(len);

int i=0,j=0;

while(i<a.len&&j<b.len) {

if(Integer.*valueOf*(a.element[i].toString())<=Integer.*valueOf*(b.element[j].toString())) {

result.element[index++]=a.element[i++];

}

else if(Integer.*valueOf*(a.element[i].toString())>Integer.*valueOf*(b.element[j].toString()))

result.element[index++]=b.element[j++];

else {

result.element[index++]=a.element[i++];

j++;

}

}

while(i<a.len)result.element[index++]=a.element[i++];

while(j<b.len)result.element[index++]=b.element[j++];

result.len=index;

return result;

}

public void toPrint() {

for(int i=0;i<this.len;i++)

System.*out*.print(this.element[i]+" ");

}

}

public class SequenceList{

public static void main(String[] args) {

int len=0;

int Len=0;

Scanner reader=new Scanner(System.*in*);

len=reader.nextInt();

Integer[] number=new Integer[len];

for(int i=0;i<len;i++) {

number[i]=reader.nextInt();

}

Len=reader.nextInt();

Integer[] Number=new Integer[Len];

for(int i=0;i<Len;i++) {

Number[i]=reader.nextInt();

}

SeqList<Integer> a=new SeqList<Integer>(number);

SeqList<Integer> b=new SeqList<Integer>(Number);

SeqList<Integer> result=new SeqList<Integer>();

result=result.Mix(a, b);

result.toPrint();

}

}

粘贴运行结果：
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2、在SinglyLinkedList类中增加下列成员方法。

public SinglyLinkedList(E[] element)//由指定数组中的多个对象构造单链表

public SinglyLinkedList(SinglyLinkedList list)//以单链表list构造新的单链表，复制单链表

public void concat(SinglyLinkedList list)//将指定单链表list链接在当前单链表之后

public Node<E> search(E element)//若查找到指定，则返回结点，否则返回null

public boolean contain (E element)//以查找结果判断单链表是否包含指定对象

public boolean remove (E element)//移去首次出现的指定对象

public boolean replace (Object obj, E element)//将单链表中的obj对象替换为对象element

public boolean equals(Object obj)//比较两条单链表是否相等

实现代码：

package 数据结构JAVA.实验二.实验内容2;

class Node<T>{

protected T data;

protected Node<T> next;

public Node(T data,Node<T> next) {

this.data=data;

this.next=next;

}

public Node() {

this(null,null);

}

public String toString() {

return this.data.toString();

}

}

public class SinglyLinkedList<T> extends Node<T>{

public Node<T> Head;

public SinglyLinkedList() {

this.Head=new Node<T>();

}

public SinglyLinkedList(T[] element) {

this();

Node<T> OperationNode=this.Head;

for(int i=0;i<element.length;i++) {

OperationNode.next=new Node<T>(element[i],null);

OperationNode=OperationNode.next;

}

}

public SinglyLinkedList(SinglyLinkedList<T> List){

this();

this.Head=List.Head;

}

public void concat(SinglyLinkedList<T> List) {

Node<T> OperationNode=this.Head;

Node<T> OperationNodeCat=List.Head.next;

while(OperationNode.next!=null)

OperationNode=OperationNode.next;

OperationNode.next=OperationNodeCat;

}

public Node<T> search(T element){

Node<T> OperationNode=this.Head;

while(OperationNode.next!=null) {

if(OperationNode.next.data.equals(element))

return OperationNode;

OperationNode=OperationNode.next;

}

return null;

}

public boolean contain(T element) {

Node<T> OperationNode=this.Head;

while(OperationNode.next!=null) {

if(OperationNode.next.data.equals(element))

return true;

OperationNode=OperationNode.next;

}

return false;

}

public boolean remove(T element) {

Node<T> OperationNode=this.search(element);

if(OperationNode.equals(null))

return false;

else {

OperationNode.next=OperationNode.next.next;

return true;

}

}

public boolean replace(Object obj,T element) {

Node<T> OperationNode=this.Head;

while(OperationNode.next!=null) {

if(OperationNode.next.data.equals(obj))

break;

OperationNode=OperationNode.next;

}

if(OperationNode.next.data.equals(null))

return false;

else {

OperationNode.next.data=element;

return true;

}

}

public boolean equals(SinglyLinkedList<T> obj) {

Node<T> OperationNode1=this.Head;

Node<T> OperationNode2=obj.Head;

while(!OperationNode1.next.equals(null)) {

if(!OperationNode1.next.equals(OperationNode2.next))

return false;

}

if(!OperationNode2.next.equals(null))

return false;

return true;

}

}

3、算法实现：多项式相加

一条单链表可以表示一个一元多项式，每个结点包含三个域：指数域、系数域和后继结点链。表示多项式![](data:image/x-wmf;base64,183GmgAAAAAAAIALAAIBCQAAAACQVwEACQAAA/EBAAACAKkAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAoALEwAAACYGDwAcAP////8AAE4AEAAAAMD///+1////QAsAALUBAAALAAAAJgYPAAwATWF0aFR5cGUAADAABQAAAAkCAAAAAgUAAAAUAvQAtwEcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AuNgSAA6bd3fAYHp3tCNmIgQAAAAtAQAACgAAADIKAAAAAAIAAAA0MnkDvAEFAAAAFAKgAS4AHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuALjYEgAOm3d3wGB6d7QjZiIEAAAALQEBAAQAAADwAQAADwAAADIKAAAAAAUAAAAzNjUxMABtA3kDrALAAAADBQAAABQCoAH6ABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgC42BIADpt3d8Bgene0I2YiBAAAAC0BAAAEAAAA8AEBAAwAAAAyCgAAAAADAAAAeHh45HkDcwMAAwUAAAAUAqABjQIcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAd6QjCuWAKjQAvNgSAA6bd3fAYHp3tCNmIgQAAAAtAQEABAAAAPABAAAMAAAAMgoAAAAAAwAAAC0rLdR5A9ACAAOpAAAAJgYPAEcBTWF0aFR5cGVVVTsBBQEABQJEU01UNQAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I8h9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCIMwACAIN4AAMAHAAACwEBAQACAIg0AAAACgIEhhIiLQIAiDYAAgCDeAADABwAAAsBAQEAAgCIMgAAAAoCBIYrACsCAIg1AAIAg3gAAgSGEiItAgCIMQACAIgwAAAAAAsAAAAmBg8ADAD/////AQAAAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AIrQjZiIAAAoARwCKAQAAAAAAAAAACOMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)的单链表如图1所示。给定两个多项式，实现两个多项式相加算法。

系数 指数 链

head

5 1

-10 0 ∧

-6 2

3 4

实现代码：

package 数据结构JAVA.实验二.实验内容2;

import java.io.Reader;

import java.math.\*;

import java.util.\*;

class Node<T>{

protected T data1,data2;

protected Node<T> next;

public Node(T data1,T data2,Node<T> next) {

this.data1=data1;

this.data2=data2;

this.next=next;

}

public Node() {

this(null,null,null);

}

public String toString() {

return this.data1.toString()+" "+this.data2.toString();

}

}

public class SinglyLinkedList<T> extends Node<T>{

public Node<T> Head;

public SinglyLinkedList() {

this.Head=new Node<T>();

}

public SinglyLinkedList(T data1,T data2) {

this();

this.Head.next.data1=data1;

this.Head.next.data2=data2;

}

public SinglyLinkedList(SinglyLinkedList<T> List){

this();

this.Head=List.Head;

}

public Node<T> findLast() {

Node<T> OperationNode=this.Head;

while(OperationNode.next!=null)

OperationNode=OperationNode.next;

return OperationNode;

}

public void add(T data1,T data2) {

Node<T> OperationNode=findLast();

OperationNode.next=new Node(data1,data2,null);

}

public static void main(String[] args) {

SinglyLinkedList<Integer> a;

a=new SinglyLinkedList<Integer>();

SinglyLinkedList<Integer> b;

b=new SinglyLinkedList<Integer>();

double result=0;

Scanner reader;

reader=new Scanner(System.*in*);

while(true) {

int data1,data2;

data1=reader.nextInt();

data2=reader.nextInt();

a.add(data1, data2);

if(data2==0)

break;

}

while(true) {

int data1,data2;

data1=reader.nextInt();

data2=reader.nextInt();

b.add(data1, data2);

if(data2==0)

break;

}

Node<Integer> OperationNode1=a.Head;

Node<Integer> OperationNode2=b.Head;

while(OperationNode1.next!=null) {

if(OperationNode1.next.data2.equals(OperationNode2.next.data2)) {

OperationNode1.next.data1+=OperationNode2.next.data1;

OperationNode1=OperationNode1.next;

OperationNode2=OperationNode2.next;

}else if(Integer.*valueOf*(OperationNode1.next.data2.toString())>Integer.*valueOf*(OperationNode2.next.data2.toString())) {

OperationNode1=OperationNode1.next;

}else if(Integer.*valueOf*(OperationNode1.next.data2.toString())<Integer.*valueOf*(OperationNode2.next.data2.toString())) {

Node<Integer> cope=OperationNode2.next;

cope.next=OperationNode1.next;

OperationNode1.next=cope;

OperationNode2=OperationNode2.next;

OperationNode1=OperationNode1.next;

//System.out.println(OperationNode1.next.data1+" \*\*\* "+OperationNode1.next.next.data1);

}

}

OperationNode1=a.Head;

while(OperationNode1.next!=null) {

System.*out*.println(OperationNode1.next.data1.toString()+" "+OperationNode1.next.data2.toString());

OperationNode1=OperationNode1.next;

}

}}

粘贴运行结果：

3 4

-6 2

-10 0

![](data:image/png;base64,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)

3 4

-6 2

5 1

-10 0

1. 心得体会：（含上机中所遇问题的解决办法，所使用到的编程技巧、创新点及编程的心得）
2. 实验内容一，采用two points 算法，非常便捷的实现了及去重以及排序两个要求点。Two points排序法一般是归在归并排序中的，不过此次单独拿出来用效果也很不错。
3. 对于比较表中的两个对象时，他们是不能直接大小比较的，因为我们用的是泛型。我们可以采用Integrate.ValueOf(element.toString())来将对象转化成int型再进行比较。
4. Integrate类实质上就是int类型，在使用泛型时要使用前者。
5. 由于我采用了two points法排序，实验二只需添加一个等号就能实现，非常好用。
6. 操作链表时，我们最好先声明一个操作用的指针再进行一系列的操作，这样能让程序更整洁。